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# Common Model

<config services=’TagFileBuffer’><drop/>

<config>

<param key='model\_path' value='C:\Users\amazzini\ONF-TAPI-2.1.3-Final-DO-NOT-EDIT\TAPI\UML\'/>

<param key='model\_name' value='TapiCommon'/>

</config>

<output path=’${model\_path}\GenDocTemplates\output\${model\_name}.docx' /><drop/>  
</config> <drop/>

<context model=’${model\_path}${model\_name}.uml’ element=’{0}’ importedBundles='gmf;papyrus' /><gendoc><drop/>

[for (p:Package|Package.allInstances())][for (c:Comment| p.ownedComment)]

[if (not p.name.contains('Diagrams'))][**p.name/**]: [c.\_body/][else]<drop/>[/if][/for] [/for]

</gendoc><drop/>

<context model=’${model\_path}${model\_name}.notation' element=’{0}’ importedBundles='gmf;papyrus' /><drop/>

<gendoc><drop/>

## Diagrams

[for (d : notation::Diagram |notation::Diagram.allInstances()->sortedBy(name))]<drop/>

<image object='[d.getDiagram()/]' maxW='true' keepH='false' keepW=’false’><drop/>

</image><drop/>

**Figure 1 – Diagram *[d.name/]***

[/for]<drop/>

</gendoc><drop/>

<context model=’${model\_path}${model\_name}.uml’ element=’{0}’ importedBundles='gmf;papyrus' />

<gendoc><drop/>

## Classes

[for (cl:Class | self.eAllContents(Class)->sortedBy(name))]<drop/>

### [cl.name/]

[for (co:Comment | cl.ownedComment)]<drop/>

Description:

* <dropEmpty>[co.\_body.clean()/]</dropEmpty>

[/for]<drop/>

Applied stereotypes:

[for (st:Stereotype | cl.getAppliedStereotypes())]<drop/>

* [st.name/]

[for (oa:Property|st.ownedAttribute)]<drop/>

* [if (not oa.name.contains('base'))][oa.name/]: [if (not cl.getValue(st, oa.name).oclIsUndefined())][if oa.name.contains('condition')][cl.getValue(st, oa.name).oclAsType(String)/] [else][cl.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/][/if][else]<drop/>[/if]

[/if] <drop/>

[/for]<drop/>

[/for]<drop/>

[if cl.allAttributes()->notEmpty()]<drop/>

<table><drop/>

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Attribute Name** | **Type** | **Mult.** | **Access** | **Stereotypes** |

[for (p:Property|cl.allAttributes())]<drop/>

| [p.name/]  [if p.qualifiedName.contains(cl.name)][else]Inherited: *[p.qualifiedName/]*[/if] | [p.type.name/]  [if (not(p.default.oclIsUndefined()))]<drop/>  Default value: *[p.default/]*  [/if]<drop/> | [if(p.lower=p.upper)] [p.lower/] [else][p.lower/]..[if(p.upper=-1)]\*[else][p.upper/][/if][/if] | [if(p.isReadOnly)]R[else]RW[/if] | [for (st:Stereotype | p.getAppliedStereotypes())]<drop/>  [st.name/]  [for(oa:Property|st.ownedAttribute)]<drop/>   * [if oa.name.contains('attribute')]AVC: [p.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/]   [else]<drop/>   * [if oa.name.contains('isInvariant')]isInvariant: [p.getValue(st, oa.name).oclAsType(Boolean)/]   [else]<drop/>   * [if oa.name.contains('partOfObjectKey')]isKey:[if (p.getValue(st, oa.name).oclAsType(Integer))>0] yes – part: [p.getValue(st, oa.name).oclAsType(Integer)/] [else] No [/if]   [else]<drop/>   * [if oa.name.contains('value')]valueRange: [if (not p.getValue(st, oa.name).oclIsUndefined())][p.getValue(st, oa.name).oclAsType(String).clean()/][else] no range constraint [/if]   [else]<drop/>   * [if oa.name.contains('support')]support: [p.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/]   [else]<drop/>   * [if oa.name.contains('condition')][if (not p.getValue(st, oa.name).oclIsUndefined())]condition:[p.getValue(st, oa.name).oclAsType(String).clean()/][else] <drop/> [/if]   [else]<drop/>   * [if oa.name.contains('passedByRef')] [if (not p.getValue(st, oa.name).oclIsUndefined())][p.getValue(st, oa.name).oclAsType(Boolean)/][else] undefined [/if]   [else]<drop/>   * [if oa.name.contains('reference')][if (not p.getValue(st, oa.name).oclIsUndefined())]reference:[p.getValue(st, oa.name).oclAsType(String).clean()/][else] <drop/> [/if]   [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/for]<drop/>  [/for]<drop/> |
| --- | --- | --- | --- | --- |
| **Description:**  [for (c:Comment | p.ownedComment)] <drop/>  [c.\_body.clean()/][/for] | | | |

[/for]<drop/>

**Table 1 – Attributes for class *[cl.name/]***

</table><drop/>

[else][/if]<drop/>

[/for]<drop/>

## Signals

[for (si:Signal | self.eAllContents(Signal)->sortedBy(name))]<drop/>

### [si.name/]

[for (co:Comment | si.ownedComment)]<drop/>

Description:

* <dropEmpty>[co.\_body.clean()/]</dropEmpty>

[/for]<drop/>

Applied stereotypes:

[for (st:Stereotype | si.getAppliedStereotypes())]<drop/>

* [st.name/]

[for (oa:Property|st.ownedAttribute)]<drop/>

* [if (not oa.name.contains('base'))][oa.name/]: [if (not si.getValue(st, oa.name).oclIsUndefined())][if oa.name.contains('condition')][si.getValue(st, oa.name).oclAsType(String)/] [else][si.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/][/if][else]<drop/>[/if]

[/if] <drop/>

[/for]<drop/>

[/for]<drop/>

[if si.allAttributes()->notEmpty()]<drop/>

<table><drop/>

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Attribute Name** | **Type** | **Mult.** | **Access** | **Stereotypes** |

[for (p:Property|si.allAttributes())]<drop/>

| [p.name/]  [if p.qualifiedName.contains(si.name)][else]Inherited: *[p.qualifiedName/]*[/if] | [p.type.name/]  [if (not(p.default.oclIsUndefined()))]<drop/>  Default value: *[p.default/]*  [/if]<drop/> | [if(p.lower=p.upper)] [p.lower/] [else][p.lower/]..[if(p.upper=-1)]\*[else][p.upper/][/if][/if] | [if(p.isReadOnly)]R[else]RW[/if] | [for (st:Stereotype | p.getAppliedStereotypes())]<drop/>  [st.name/]  [for(oa:Property|st.ownedAttribute)]<drop/>   * [if oa.name.contains('attribute')]AVC: [p.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/]   [else]<drop/>   * [if oa.name.contains('isInvariant')]isInvariant: [p.getValue(st, oa.name).oclAsType(Boolean)/]   [else]<drop/>   * [if oa.name.contains('partOfObjectKey')]isKey:[if (p.getValue(st, oa.name).oclAsType(Integer))>0] yes – part: [p.getValue(st, oa.name).oclAsType(Integer)/] [else] No [/if]   [else]<drop/>   * [if oa.name.contains('value')]valueRange: [if (not p.getValue(st, oa.name).oclIsUndefined())][p.getValue(st, oa.name).oclAsType(String).clean()/][else] no range constraint [/if]   [else]<drop/>   * [if oa.name.contains('support')]support: [p.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/]   [else]<drop/>   * [if oa.name.contains('condition')][if (not p.getValue(st, oa.name).oclIsUndefined())]condition:[p.getValue(st, oa.name).oclAsType(String).clean()/][else] <drop/> [/if]   [else]<drop/>   * [if oa.name.contains('passedByRef')] [if (not p.getValue(st, oa.name).oclIsUndefined())][p.getValue(st, oa.name).oclAsType(Boolean)/][else] undefined [/if]   [else]<drop/>   * [if oa.name.contains('reference')][if (not p.getValue(st, oa.name).oclIsUndefined())]reference:[p.getValue(st, oa.name).oclAsType(String).clean()/][else] <drop/> [/if]   [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/for]<drop/>  [/for]<drop/> |
| --- | --- | --- | --- | --- |
| **Description:**  [for (c:Comment | p.ownedComment)] <drop/>  [c.\_body.clean()/][/for] | | | |

[/for]<drop/>

</table><drop/>

[else][/if]<drop/>

[/for]<drop/>

## Associations

[for (as:Association | self.eAllContents(Association)->sortedBy(name))]<drop/>

### [as.name/]

[for (co:Comment | as.ownedComment)]<drop/>

Description:

* <dropEmpty>[co.\_body.clean()/]</dropEmpty>

[/for]<drop/>

Applied stereotypes:

[for (st:Stereotype | as.getAppliedStereotypes())]<drop/>

* [st.name/]

[for (oa:Property|st.ownedAttribute)]<drop/>

* [if (not oa.name.contains('base'))][oa.name/]: [if (not as.getValue(st, oa.name).oclIsUndefined())][if oa.name.contains('condition')][as.getValue(st, oa.name).oclAsType(String)/] [else] [if oa.name.contains('reference')][as.getValue(st, oa.name).oclAsType(String)/] [else] [as.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/][/if][/if][else]<drop/>[/if]

[/if] <drop/>

[/for]<drop/>

[/for]<drop/>

[if as.memberEnd->notEmpty()]<drop/>

<table><drop/>

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Association end role name** | **Aggreg. type** | **Navigable** | **Target Class** | **Mult.** |

[for (p:Property|as.memberEnd)]<drop/>

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| [p.name/] | [p.aggregation/] | [if (p.isNavigable())]Yes[else]No[/if] | [if (not (p.type.name.oclIsUndefined()))][p.type.name/][/if] | [if(p.lower=p.upper)]1[else][p.lower/]..[if(p.upper=-1)]\*[else][p.upper/][/if][/if] |

[/for]<drop/>

**Table 1 – Member ends for association *[as.name/]***

</table><drop/>

[else][/if]<drop/>

[/for]<drop/>

## Abstractions

[for (ab:Abstraction | self.eAllContents(Abstraction)->sortedBy(name))]<drop/>

### [ab.name/]

[if ab.getAppliedStereotypes()->notEmpty()]

<table><drop/>

|  |  |  |
| --- | --- | --- |
| **Augmenting Class** | **Augmented Class** | **Comment** |
| [ab.client.name/] | [ab.supplier.name/] | [for (co:Comment | ab.ownedComment)]<drop/>  <dropEmpty>[co.\_body.clean()/]</dropEmpty>  [/for]<drop/> |
| [for (st:Stereotype | ab.getAppliedStereotypes())]<drop/>  [for (oa:Property|st.ownedAttribute)]<drop/>  [if oa.name.contains('target')][oa.name/]: “[ab.getValue(st, oa.name).oclAsType(OclAny)/]” [else]<drop/>[/if]  [/for]<drop/>  [/for]<drop/> | | |

**Table 1 – Member ends for class abstraction *[ab.name/]***

</table><drop/>

[else]

<table><drop/>

|  |  |
| --- | --- |
| **Augmenting Enumeration** | **Augmented Enumeration** |
| [ab.client.name/]  [for (e:EnumerationLiteral|ab.client.oclAsType(Enumeration).ownedLiteral)]<drop/>   * [e.name/]   [/for]<drop/> | [ab.supplier.name/]  [for (e:EnumerationLiteral|ab.supplier.oclAsType(Enumeration).ownedLiteral)]<drop/>   * [e.name/]   [/for]<drop/> |
| **Comment**  [for (co:Comment | ab.ownedComment)]<drop/>  <dropEmpty>[co.\_body.clean()/]</dropEmpty>  [/for]<drop/> | |

**Table 1 – Member ends for enum abstraction *[ab.name/]***

</table>[/if]<drop/>

[/for]<drop/>

## Data Types

[for (dt:DataType | self.eAllContents(DataType)->sortedBy(name))]<drop/>

[if dt.oclIsTypeOf(DataType)]<drop/>

### [dt.name/]

[for (co:Comment | dt.ownedComment)]<drop/>

Description:

* <dropEmpty>[co.\_body.clean()/]</dropEmpty>

[/for]<drop/>

[if dt.ownedAttribute->notEmpty()]<drop/>

<table><drop/>

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Attribute Name** | **Type** | **Mult.** | **Access** | **Stereotypes** |

[for (p:Property|dt.allAttributes())]<drop/>

| [p.name/]  [if p.qualifiedName.contains(dt.name)][else]Inherited: *[p.qualifiedName/]*[/if] | [p.type.name/]  [if (not(p.default.oclIsUndefined()))]<drop/>  Default value: *[p.default/]*  [/if]<drop/> | [if(p.lower=p.upper)] [p.lower/] [else][p.lower/]..[if(p.upper=-1)]\*[else][p.upper/][/if][/if] | [if(not(p.isReadOnly))]RW[else]R[/if] | [for (st:Stereotype | p.getAppliedStereotypes())]<drop/>  [st.name/]  [for(oa:Property|st.ownedAttribute)]<drop/>   * [if oa.name.contains('attribute')]AVC: [p.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/]   [else]<drop/>   * [if oa.name.contains('isInvariant')]isInvariant: [p.getValue(st, oa.name).oclAsType(Boolean)/]   [else]<drop/>   * [if oa.name.contains('partOfObjectKey')]isKey:[if (p.getValue(st, oa.name).oclAsType(Integer))>0] yes – part: [p.getValue(st, oa.name).oclAsType(Integer)/] [else] No [/if]   [else]<drop/>   * [if oa.name.contains('value')]valueRange: [if (not p.getValue(st, oa.name).oclIsUndefined())][p.getValue(st, oa.name).oclAsType(String).clean()/][else] no range constraint [/if]   [else]<drop/>   * [if oa.name.contains('support')]support: [p.getValue(st, oa.name).oclAsType(EnumerationLiteral).name/]   [else]<drop/>   * [if oa.name.contains('condition')][if (not p.getValue(st, oa.name).oclIsUndefined())]condition:[p.getValue(st, oa.name).oclAsType(String).clean()/][else] <drop/> [/if]   [else]<drop/>   * [if oa.name.contains('passedByRef')] [if (not p.getValue(st, oa.name).oclIsUndefined())][p.getValue(st, oa.name).oclAsType(Boolean)/][else] undefined [/if]   [else]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/if]<drop/>  [/for]<drop/>  [/for]<drop/> |
| --- | --- | --- | --- | --- |
| **Description:**  [for (c:Comment | p.ownedComment)] <drop/>  [c.\_body.clean()/][/for] | | | |

[/for]<drop/>

**Table 1 – Attributes for data type *[dt.name/]***

</table><drop/>

[else][/if]<drop/>

[else][/if]<drop/>

[/for]<drop/>

## Enumerations

[for (dt:DataType | self.eAllContents(DataType)->sortedBy(name))]<drop/>

[if dt.oclIsTypeOf(Enumeration)]<drop/>

### [dt.name/]

[for (co:Comment | dt.ownedComment)]<drop/>

Description:

* <dropEmpty>[co.\_body.clean()/]</dropEmpty>

[/for]<drop/>

Contains Enumeration Literals:

[for (e:EnumerationLiteral|dt.oclAsType(Enumeration).ownedLiteral)]<drop/>

* [e.name/]:
  + [for (co:Comment | e.ownedComment)]<drop/>
  + <dropEmpty>[co.\_body.clean()/]
  + </dropEmpty>[/for]<drop/>

[/for]<drop/>

[for (e1:EnumerationLiteral|dt.oclAsType(Enumeration).generalization.general.oclAsType(Enumeration).ownedLiteral)]<drop/>

* [e1.name/]:

[/for]<drop/>

[for (e2:EnumerationLiteral|dt.oclAsType(Enumeration).generalization.general.oclAsType(Enumeration).generalization.general.oclAsType(Enumeration).ownedLiteral)]<drop/>

* [e2.name/]:

[/for]<drop/>

[else] [/if]<drop/>

[/for]<drop/>

## Primitives

[for (dt:DataType | self.eAllContents(DataType)->sortedBy(name))]<drop/>

[if dt.oclIsTypeOf(PrimitiveType)]<drop/>

### [dt.name/]

[for (co:Comment | dt.ownedComment)]<drop/>

Description:

* <dropEmpty>[co.\_body.clean()/]</dropEmpty>

[/for]<drop/>

[else] [/if]<drop/>

[/for]<drop/>

</gendoc><drop/>